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Abstract: In this paper, we investigate the mechanisms of transaction processing in a peer data
sharing system. A peer data sharing system is a collection of autonomous data sources, called peers,
where each peer augments a conventional database management system with an interoperability
layer (i.e. mappings) for sharing data and services. In this network, each peer independently manages
its database and can execute queries as well as updates over the related data in other peers. For
transaction processing mechanism, this paper focuses on the correct execution of concurrent
transactions in a peer data sharing system. A correctness criterion is introduced to ensure the
consistent execution of concurrent transactions in the system. In order to guarantee correctness, the
paper proposes an approach, called Enforced Serialization Order.
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1. Introduction shared globally among the peers by traversing the
transitive relationships among semantically related

In a P2P system, all participating computers (or BESLS:

peers) have  compatible capabilities and
responsibilities, and exchange resources and services
through pair-wise communication, thus eliminating
the need for centralized servers. Until now, there are

many domain specific P2P systems (e.g. Freenet, ; .
Gnutella, SETIS@S$home, 1CQ, etc.) that have mappings [6] among databases in peers. However,
already i deployed " With a few ndtabli the vast majority of the literature on PDSs has
exceptions, currently implemented P2P systems lack focu§ed SN Y PIOSCSSINE, SUice, intuitively, d.a ta
data management capabilities that are typically sharing in a PDS occurs through query translation
found in a database management system (DBMS), and propagation across the network.

such as query and transaction processing.

In the last few years, steady progress has been made
in research on various issues related to PDSs, such
as data integration model, mediation methods [1, 2]
coordination mechanisms [3, 4, 5] and data-level

In this paper we investigate the execution of
transactions in a data sharing system. We observe
that transaction processing in a data sharing system
is similar to processing in a multidatabase system
(MDBS) [7, 8] in the sense that each system consists
of a collection of independently created local
database systems (LDBSs), each of which may
follow different concurrency control mechanisms.
Moreover, each system supports the management of
transactions at both local and global levels. Global
transactions are those that execute at several sites
and local transactions are those that execute at a
single site. In an MDBS, global level transactions

A peer data sharing system (PDS) combines both
P2P  and  database = management  system
functionalities. The local databases on peers are
called peer databases. In a PDS, each peer chooses
its own data model and schemas, and maintains data
independently of other peers. Contrary to the
traditional data integration systems where a global
mediated schema is required for data exchange, in a
PDS, the semantic relationships exist between a pair
of peers, or among a small set of peers. Any peer can
contribute new data, schema information, or schema
mappings with other peers' schemas. The data can be
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are issued to the global transaction manager (GTM),
and are decomposed into a set of global
subtransactions to be individually submitted to the
corresponding LDBSs. ’

However, in a peer data sharing system, a global
transaction is not decomposed, but rather propagated
as an entire transaction (that is, not the individual
read and write operations that constitute the
transaction). The remote peer that receives the
transaction considers the transaction as submitted by
local users. In MDBSs, transactions are executed
under the control of the GTM. One of the main
problems in MDBSs is ensuring serializability of the
global schedule under the assumption that local
schedules at each LDBS are serializable.

Aschedule Sy in a site sy is a sequence of operations
resulting from the execution of transactions located
on that site. A serialization graph for a schedule Sy is
a directed graph with nodes corresponding to the
transactions that are committed in S, and with a set
of edges such that T;—T; if T; conflicts with Tj in Sy.
In what follows, o,(x) denotes an operation o; of
transaction T, on database object x; w;(x) and r;(x)
denote write and read operations, respectively. A
transaction T; and T; are in direct conflict in
schedule S,, denoted by Ti—>T;, at site s, if and only

_if there exists operations 0,(x) in T; and oj(x) in T;,

Ti# T;, such that o,(x) followed by 0;(x), where one
of them is a write operation on a data item x and T;
does not abort before oi(x) is executed [8]. A
schedule S, is serializable if and only if the
serialization graph is acyclic [9]. A global schedule S
is a partial ordered set of all operations belonging to
local and global transactions such that, for any local
site sy, a projection of S on a set of global and local
transactions executing at site s, is the local schedule
Sk at site s, [8]. Global serializability is ensured if
there exists a total order defined over global
transactions that is consistent with the serialization
order of global transactions at each of the LDBSs.
Since global transactions are under the control of the
global transaction manager in MDBSs, the global
transactions' serializability is enforced by a GTM.

In contrast, a data sharing system is built on a
network of peers without a global transaction
manager or controller. However, we can assume that
each LDBS ensures the local serializability using the
local concurrency protocol. Since the execution of
concurrent transactions in a data sharing system is
similar to the execution in an MDBS, we also
consider the concurrent transactions' execution
consistency criteria as ensuring serializability.
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The absence of a GTM in a data sharing system
makes it more challenging to ensure global
serializabilty since peers execute transactions
independently beyond any centralized control.

We observe that, although we assume that the LDBS
of each peer guarantees serializability, concurrent
transactions that execute in multiple peers may be
serialized in different orders in different peers,
resulting in an inconsistent execution of the
transactions in the system.

1.1 Motivating Example

Consider a data sharing environment consisting of
three peers: P, and P, with data items a, b, and ¢ and
P; with data items a, c¢. Consider the following
transactions T, and T, executed at P, concurrently.

T wi(@)w;(c), Tyt ra(c)wa(c)

Assume that the LDBS of P, produced the following
schedule:

Sl:wl(a)wl(c)rZ‘(c)w’_’(c)

Suppose that peers P, and P; are connected with P;.
Hence, after execution of T; and T,, P, propagates
them to P, and P;. Assume that when P, executes
the transactions it also executes the following local
transaction L.

Lo=ria(a)r2(c)

Assume that the LDBS of P, generates the following
schedule.
So=ra(@)ria(c)wi (@) wi(C)ra(c)wa(c),

Similarly, when P; receives the transactions it also
executes them using its LDBS and produces the
following schedule:

S;=w;(a)r(c)wy(c)wi(c)

If we observe we find that the resulting serialization
orders of T; and T, at Py, P,, and P; are as follows:

SO]: T]—) Tz,
SOzi Lz—) T] —)Tz, SO3I Tz—-) T)

Notice that each local schedule in each peer is
serializable, but the serialization order or conflict
relationship of T, and T, in the schedule S; at P; is
different with respect to the schedule S, at P,.

For ensuring database consistency in acquainted
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peers over the acquaintances with respect to the
local execution of transactions in a peer, the
serialization order of the transactions must be same
in all the acquainted peers if there are direct conflicts
between transactions. It turns out to be more difficult
when local transactions cause indirect conflict
between global transactions that may not conflict
directly when they are initiated. Moreover, we need
to consider several failure-prone situations during
execution of transactions that can occur. For
examples, a peer may go offline when a transaction
is active in the network, a peer may fail due to
power fails or the system crashes, or a peer has
successfully executed a transaction but the
transaction has failed in one of its acquaintees.
Examples of a transaction failure are a transaction
abort to timeout, or a failure to pass the validation
test by the local transaction manager. We can
consider an offline status of a peer as a failure of a
peer. Ensuring consistent serialization order of
transactions in all participating peers considering
failure-prone situations is another important concern
in a data sharing system.

1.2 Objectives and Assumptions

Objectives:

This paper proposed an approach for ensuring a
consistent execution view of concurrently executing
transactions in a data sharing system. A transaction

is a sequence of read (e.g. SQL select) and write (e.g.

SQL update, delete, and insert) actions in a database.
Although we assume that each LDBS of each peer
guarantees serializability, but the transactions that
execute concurrently in multiple peers, may have
different execution views at different peers. We first
identify some potential problems for ensuring a
consistent execution view of transactions in a data
sharing system, and introduce correctness criteria in
order to ensure the consistent execution view of
transactions. We also propose one approach for
ensuring this correctness condition, namely the
Enforce Serialized Order method without violating
the autonomy of local peer database management
systems.

Assumptions:

1. When a user submits a transaction in a peer,
he/she is only aware of the local database schema,
and there is no global transaction manager or
coordinator in the system.

2. A peer is not able to control or synchronize the
execution of transactions in another peer.

89

3. Each LDBS has a mechanism for ensuring the
local serializability.

2. Preliminaries

For ease of presentation, we use the well-known
read-write model of transactions. We now recall the
basics of this model. Let a database be a (finite) set
D={ab,c,...} of data objects. A transaction T is a
sequence of database operations applied to a subset
of data objects D. Formally, T=(Oy,<1), where Oy, is
a finite set of operations and <y is a partial order of
operations that have been invoked by a transaction 7.
The operations of a transaction T consists of reads
(denoted by r(a)) and writes (denoted by w(a))
operations. Further, each 7 has begin and
termination operations commit (c) or abort (a).

The concurrent execution of transactions results in a
schedule. A schedule S is a pair (I's,<s), where I'g is
a finite set of transactions and <g is a partial order
over the operations of transactions in I's. The partial
order <g satisfies the property that it preserves the
order of steps within each transaction, (that is, <ric
<g, for each T;e I's.

The most commonly used correctness criteria for an
acceptable schedule is conflict serializability [10].
Consider a schedule S consists of transactions T; and
T;, then a transaction T, is said to conflict (direct
conflict) with T,, denoted by T.— T,, if there exist
operations o; in T; and o; in Tj, Ti# Tj, such that o;<s
o;, and o;, 0; access the same data item and one of
them is a write operation. By —* , we denote the
transitive closure (indirect conflict) of the — relation.

In our work, we call the conflict relation between
transactions as serialization order. The execution
views of a set of transactions T" in two schedules S;
and S; are same if the serialization orders of the
transactions are same in their execution. We assume
the commit order of two transactions as the
serialization order if there is no conflict between the
transactions. A schedule S is called conflict
serializable (serializable) if there exists a serial
schedule S’ such that the transactions in S have the
same serialization order as in S

Similar to the execution semantics and classification
of updates [20], transactions can be classified into
three categories, namely local, remote, and global.
We denote a transaction initiated in a peer P; by T..
If the transaction is local, that is the transaction is
executed only in the local database at P;, then we
denote it by L;. A remote transaction generated by a
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peer P; from a'transaction T; for its acquaintee P; is
denoted T};. A global transaction is denoted by G,
which is a set of remote transactions. For ease of
presentation, we denote remote transactions
T, Tik,.... generated from T, as T,, since they are
actually generated from T;, and a global transaction
G; is represented with the initiator T;. Intuitively,
execution of any component transaction T3, Ty, T, ...
is called the execution of G;.

2.1 Properties of a Global Transaction

In a data sharing system, a global transaction
consists of a set of transactions that includes a global
transaction initiator and a set of remote transactions.
Each of the transaction .is called a component
transaction of the global transaction. Note that each
component transaction is an atomic transaction
resulted from the translation of another component
transaction. Each component transaction accesses
data items that are located in the peer where the
transaction is active. Unlike a global transaction in
an MDBS, a component transaction is not
decomposed into subtransactions to access data at
acquaintees. In order to access data at acquaintees,
the component transaction is propagated as an
atomic transaction after translation to each of the
acquaintees if there are data mappings between the
acquainted peers with respect to the data accessed
by the transaction.

3. Problems for Maintaining
Consistent Executions of
Transactions

A classic technique for preserving database
consistency  during concurrent execution of
transactions is to organize interleaving transactions
such that their executions are atomic, recoverable,
and serializable. However, classic serializability has
known shortcomings when used as a correctness
criterion for distributed computing environments,
such as multidatabase systems, transactional
workflow executions [11], or P2P systems. First, it
requires close coordination and interaction among
sites, that is, the sites must agree on the execution of
global transactions in a specific and consistent
manner. Second, as distributed transactions tend to
be long lived, the use of serializability as a
correctness criteria would restrict data availability
12

One of the important issues for distributed
multidatabase systems is to maintain global
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serializability of global transactions without
violating the autonomy of local databases. The main
problem occurs due to indirect conflicts between
global transactions which cause different serial order
of transactions at different sites. These problems
have been widely studied and numerous solutions
have been proposed, for example, in [13,14, 15,16].

Generally, in an MDBS, the global transaction
manager (GTM) plays an important role to ensure
the global serializability of global transactions in the
system. However, in a data sharing system there is
no GTM, and transactions are executed first locally
in each peer before being forwarded to the
acquaintees.  Since global transactions are
propagated in a data sharing system from peer to
peer along the acquaintances, the globally consistent
execution  of  concurrently executing global
transactions in a data sharing system can be
achieved by ensuring the consistent execution in
each acquaintance that is included in the propagation
paths of the global transactions. With respect to the
execution of transactions in an acquaintance (i),
the acquaintance level consistent execution of
transactions between P; and P; is maintained if the
following two conditions are satisfied |17]:

1. All the operations of a transaction must be
executed in the same order in peers P; and P; of an
acquaintance (i, j).

2. For any concurrent execution of global
transactions, it is required to maintain the consistent
execution of the transactions over all the
acquaintances in the propagation paths of the global
transactions. Formally, for any acquaintance (j,k)
between P; and Py, if there are schedules S;=(I's;,<s;)
and S, =(I'g;,<g) in P; and Py respectively, and each
transaction in ['g, is a translation of a transaction in
[s;, then for all operations 0,,0, € S;, 0;<g 0; iff
01<gj 02,

The first condition simply enforces the same
execution order of the operations of a transaction at
the peers in an acquaintance. The condition can be
satisfied easily by forwarding each translated
transaction as a single message to the acquaintees.
Each acquaintee processes the transaction just like it
processes its local transactions. Therefore, the order
of the operations of a single transaction is
maintained. In order to meet the second condition,
we need to ensure the same execution views of
transactions in each acquaintee of a peer. Note that
the second condition cannot be fulfilled by sending
the transactions serially according to the local
serialization order of the sender since the sender has
no knowledge about the execution order of the
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transactions at a remote peer. In the following
examples, we describe some of the problems that
occur during the concurrent execution of global
transactions over acquaintees. In Section 4, we
present an approach to ensure consistent execution
of global transactions over acquaintees.

Example 1[Direct conflict]

Consider a data sharing system shown in Figure 1.
Assume that peers P; and P, have data items {a, b,
¢}, and Ps has data items {a, c}. Suppose that the
transactions T, and T, executed at P; concurrently,
and P; produced the schedule S, as follows:

Tiwi(@w,(c), Trry(c)ws(cy)
Si=w,(@w,(c)r(c)wi(c)

Based on the data accessed by T, and T, P,
forwards them to peers P, and P; For ease of
presentation, we keep the same notation of T and T,
in P 2 and P 3

The forwarded transactions of T, and T, in P, and

P;s are as follows:

Tow@WE) g o @) W)

Tz - rafc; w(c) SOy Ty T,

{a, b, c}

Ty wa(@)ws(C)
T2 1 ra(c) wyc)

Ty 1 wy(@)ws(c)
T2 :ry(c) wo(C)

{a, b c} fa c}

La=rix(a)ri2(c)

S2= rap(@)rLa(C)ws(@)wa (ChraC)wa(C) S3=  w;(a) ra(C)wa(C)wi(c)

SO, L, > Ty > T, S03 To> Ty
Figure 1: Inconsistent Serialization Order (Direct

Conflict)

(P2):Ti=w(@)w(c), T2=rxc)w,(c)
(P3): Ti=wi(@)w,(c), Ta=rs(c)ws(c)

Assume that peer P, executes the following local
transaction L, concurrently when it executes T, and
7.

(P2): L=r;2(a)r;2(c)

Consider that after receiving the transactions T; and
Ty, P, and P; generated the following schedules.

So=ri (@) ra(CIwi(@w(c)ra(c)wa(c),
Ss=w,(@)ry(c)wy(c)w;(c)

Therefore, the resulting serialization orders of T,
and T, at P;, P,, and P; are as follows:

SO/.’ T,—> Tg, SOQ L,—> T/“')Tg,
SOg.' Tgﬁ‘T/
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Notice that each local schedule in each peer is
serializable, but the execution view of T; and T, in
the schedule S; at Ps is different with respect to the
schedule S; at P, Since each peer executes
transactions independently, and there is no central
controller, the resulting schedules at different peers
may be different. In order to keep the peer databases
consistent with each other, the execution view of the
transactions should be the same in each peer.

Example 2[Indirect conflict]

In this example, we show how the local transactions
cause different execution views of transactions in the
acquaintees of a peer P; even though -the
transactions have no conflict when the transactions
executed at P, Consider Figure 2, where
transactions T, and T, executed concurrently at P,
and the local transaction manager at P, produced
the schedule S,:

T:wi(@), Ta: wa(b)wa(c)
Si=w (@)w(b)w(c)
Based on the data mappings, P, forwards the
transactions to P, and P; as follows:

Ty wi(@) S1= wi(a) wa(b)w2(c)

Ta: wa(b) wa(c)

SO T1—» Ts

{ac}
Lo =ra(@)ri2(c) Ls =ris(@)rs(b)

S MR ) $5= ns(@wi(a) walb)ris(b)

8§0;:Ti»L>Te . SO To—>Ll3—> Ty
Figure 2: Inconsistent Serialization Order (Inirect
Conflict)

(P2): Ti=w,(a), Ty=wi(c),
(P3): T)=w,(a), T-=wy(b)

Assume that the following local transactions
executed at the same time when P> and P; received
T, and T».

(P2): Ly=rs(a)riz(c),
(P3): Ls=r;s(a)r;3(b)

Consider that P, and P; generated the following
schedules.
So=wi(@)ri2(a)r;2(c)wi(c),
Ss=r;s(a)wi(@w:(b)r;3(b)

Notice that when T; and T> executed at Py, there was
no conflict between the transactions. Meanwhile,
when T, and T, executed at P they involved in
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indirect conflict due to the presence of the local
transaction L3. Based on the execution views of T,
and T, at P, and P; we observe the following
serialization orders. )

SOZ.' T[ﬁ‘Lg'—)Tg,
SO;: T,—L3;—>T,

Notice that the serialization orders of T) and T at P,
and P; are different. Hence, acquaintance-level
consistent execution is not maintained.

In a multidatabase environment, the GTM has the
control over the execution of global transactions and
the operations they issue. The GTM can ensure the
global serializability by a direct or indirect control of
the global transactions. For example, altruistic
locking [14], 2PC agent [18], site graph [19], and
ticketing [13]. All the methods have a global
transaction manager which plays an important role
in ensuring the global serializability. Since in a data
sharing system there is no such GTM, the only
assumption we can make is that each peer ensures
the local serializability. Once the transactions are
forwarded to the acquaintees, the peer has no control
of the execution of transactions at the acquaintees.

4. Maintaining Acquaintance-Level
Consistent Execution of
Transactions

Since in a data sharing system transactions aré
executed locally and independently in peers, the
system does not require multi-site commit protocols
(e.g. two-phase commit), which tend to introduce

blocking and are thus not easily scalable.
Specifically, in a peer data sharing system,
transactions are executed locally, and then

asynchronously propagated over acquaintances after
their commitment. A consistent execution of
transactions in a peer data sharing system can be
achieved by ensuring the consistent execution of
transactions in each peer over each acquaintance that
is included in the propagation path of the
transactions.

We observe from the examples in Section 3 that the
inconsistent execution of transactions occurs at
different peers due to the independent execution.
However, for ensuring database consistency in
acquainted peers over the acquaintances with respect
to the local execution of a peer, the execution views
of the transactions must be same in all the
acquaintees of a peer if there are direct conflicts
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between transactions. Fortunately, we don't need to
be worried about an indirect conflict between the -
transactions when it occurs in acquaintees. An
indirect conflict occurs due to the local transactions
in an acquaintee. When transactions have no conflict
at the time they initiate in a peer, then these
transactions can be executed in any order in the
acquaintees. Since the data constraint property
restricts [17] the access of the local and global
transactions in a database, therefore, different
execution views of transactions due to the indirect
conflicts do not create the database inconsistency.
This is because a global transaction does not read a
data item that is written by a local transaction. The
conflicts that can occur based on the data constraint
property between a local transaction L and a global
transaction T, are write-read and read-write. A
write-read conflict between T, and L occurs for
accessing a data item a, when a read operation of L
is followed by a write operation of T,. A read-write
conflict occurs ~ when a write operation of T, is
followed by a read operation of L. Therefore, if L
has a write-read conflict with T, then L does not
create a read-write conflict for the same data item
with another transaction T,. This is because T, and
T, had no conflict when they initiated. Similarly,
when L has a read-write conflict with T,, then L
does not create a write-read conflict with another
transaction T,. Therefore, when two global
transactions T; and T, execute at a peer and have no
conflict, then their different execution orders in the
acquaintees of the peer do not create any
inconsistency.

Authors in [17] generalize the two problems, and
introduce the notions for ensuring a consistent
execution of transactions in a peer and its
acquaintees. The notion is called acquaintance-level
serializable.

The acquaintance-level serializability guarantees the
same execution view of a set of transactions I' in a
peer and in its acquaintees. Although there is no
GTM in a peer data sharing system, a globally
consistent execution of transactions can be achieved
by ensuring acquaintance-level serializability in each
propagation paths of the transactions. In order to
maintain the acquaintance-level serializability, we
need to guarantee a consistent serialization order of
the transactions at all the acquaintees of a peer. We
know that when a set of transactions I is executed at
a peer P;, the transactions are executed immediately
at P. Therefore, P; generates a local schedule S;
without waiting for the execution of [' in its
acquaintees. After execution, P; forwards [ to its
acquaintees. The execution and forward steps
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continue until no propagation of I" is possible. Each
of the peer P, executes I' with the local concurrency
control, and generates a local schedule §;
independently. The main challenge is how to
guarantee a consistent serialization order in all §;
with respect to the order in S;. ‘

Authors in [17] proposed two approaches that
guarantee acquaintance-level serializability. In this
paper we propose another approach that also
guarantee acquaintance-level serializability. In the
following we describe the approach.

4.1 Enforced Serialization Order

We assume that each peer uses a function called
getSerializationGraph() that returns the serialization
graph (SG) of the currently executed global
transactions. When a peer forwards the transactions
to its acquaintees the peer also includes the SG with
the transactions. When a peer receives the
transactions, the LDBS executes the transactions
under the control of local concurrency control and
generates the serialization graph considering the

edges of the SG that is received with the transactions.

The SG logically creates a direct conflict between

transactions. Therefore, if a peer executes the-

transactions in different order other than it is in the
received SG, a cycle will be created. Thus, the peer
will reject the execution of transactions.

In the following, we illustrate the method with an
example.

Example 3 [Direct Conflict]
Consider the example 1. The schedule generated
from the execution of T; and T is given below.

Si=wi@w,(c)r(c)wi(c)

According to the method, the
returnSerializationGraph()  function returns the
serialization graph SG,;: T)—=> T> at P,.

Based on mappings, P, creates the following
transactions for its acquaintees P, and P; and
forwards them to P, and P; respectively including
the serialization graph SG, with the transactions.

(P2):Ti=w(@w,(c), To=rs(c)ws(c)
(P3): Ti=wi(@)w,(c), Tr=ry(c)wi(c)

Suppose P, and P; receive the message (T, T,
T,—T,) and assume that the following schedules and
serialization graphs are generated by the respective
LDBS.
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At Pa: So=r;(@)ri2(c)w i(@)wi(c)ra(c)wx(c),
SG:L,—»T;—> T,
N7, 5T,
At P3: Ss=w i (a)rs(c)ws(c)w,(c)
SG3.' T/ —)Tg—) T/
Note that the schedule S; is not allowed by the local
concurrency control of P;since a cycle is created.
On the other hand, if the local schedule at P; were

Ss=w(a)w,(c)r(c)wi(c), the
-serialization graph will be
SG3.' T[ —)Tg
A7,
which would be permitted by the local concurrency
control at P; and therefore ensures acquaintance-
level serializability.

corresponding

Example 4 [Indirect Conflict]

Consider the example 2. The schedule generated
from the execution of T, and T at P, is given at
below.

Ti:wi(@), Ty wa(b)wfc)
Si=w(@wa(b)w-(c)

According to the method, the
returnSerializationGraph()  function returns the
serialization graph SG,: T/— T» at P;. Assume here
the execution order of the transactions is the
serialization order.

Based on mappings, P, creates the following
transactions for its acquaintees P, and Ps; and
forwards them to P, and P; respectively including
the serialization graph SG,; with the transactions.

(Py): T)=w(a), Tr=w>(c),
(P3): Ti=w,(a), T;=ws(b)

Suppose P, and P; receive the message (T, T,
T, —T>) and assume that the following schedules and
serialization graphs are generated by the respective
LDBS.

At Py: S;=w(@)r;o(a)r;2(c)wx(c),

SGg.' 3@——) 2

At Ps3: S3= ris(@)w (@)wa(b)r; 3(b)
SG3.' L3"7‘ T/-—) Tg
R

Note that the schedules S» and S; are not allowed by
the local concurrency control of Prand P;since both
schedules have cycles in graphs. On the other hand,
if the local schedule at P; were
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Fi2(@)r12(c) wi(@)w(c) or

wi(@)wa(c)rs(a)r; 5(c),

then the corresponding serialization graphs will be

SG;.'Lzm or
SG;.' T/%(g
2

which would be permitted by the local concurrency
control at P, and therefore, ensures acquaintance-
level serializability.

Similarly, if the local schedule at P; were
wi(@)wa(b)ri3(@)r;3(b) or
F13(@)r13(b)w (@)w,(b)

then the corresponding serialization graphs will be
SGj: T)=>T; or
Y,

SG.?-'m 2

which would be permitted by the local concurrency
control at P; and therefore, ensures acquaintance-
level serializability.

Our assumption of transaction processing in a peer
data sharing system is that transactions are not
generated continuously. We do not expect that users
continuously submit update request in a P2P system.
In a P2P system, generally, queries are more
frequent than updates. Even, if transactions are
continuous, according to our system, a peer forwards
transactions to acquainted peers after the complete
execution in the local peer.

5. Conclusion and Future Work

In this paper, we introduced a transaction model for
a peer data sharing system. Our approach is scalable
because a peer doesn't need any global knowledge of
the system and there is no global coordinator.
Transactions are processed by each peer
independently and consistency is maintained
recursively through acquaintances. A peer only
ensures the serializability of its immediate
acquaintances by ensuring acquaintance-level
serializability. Mainly, we contribute analysis of the
properties and semantics of transactions in a peer
data sharing system, a correctness criterion for
concurrent execution of transactions initiated at a
single peer, and propose an approach ensuring
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global serializability without violating the autonomy
of LDBSs. .

A future goal is to investigate the transaction
processing when global transactions initiated form
many peers need to be executed concurrently in the
system and analyze the correctness criteria for
failure prone situation. Finally, we want to
investigate these problems in a large peer network
and show the scalability of the system.
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